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ABSTRACT
Approximately 15% of the world’s population is suffering from

various disabilities or impairments. However, many mobile UX de-
signers and developers disregard the significance of accessibility for
those with disabilities when developing apps. It is unbelievable that
one in seven people might not have the same level of access that
other users have, which actually violates many legal and regulatory
standards. On the contrary, if the apps are developed with accessi-
bility in mind, it will drastically improve the user experience for all
users as well as maximize revenue. Thus, a large number of studies
and some effective tools for detecting accessibility issues have been
conducted and proposed to mitigate such a severe problem.

However, compared with detection, the repair work is obviously
falling behind. Especially for the color-related accessibility issues,
which is one of the top issues in apps with a greatly negative impact
on vision and user experience. Apps with such issues are difficult to
use for people with low vision and the elderly. Unfortunately, such
an issue type cannot be directly fixed by existing repair techniques.
To this end, we propose Iris, an automated and context-aware repair
method to fix the color-related accessibility issues (i.e., the text con-
trast issues and the image contrast issues) for apps. By leveraging a
novel context-aware technique that resolves the optimal colors and
a vital phase of attribute-to-repair localization, Iris not only repairs
the color contrast issues but also guarantees the consistency of the
design style between the original UI page and repaired UI page. Our
experiments unveiled that Iris can achieve a 91.38% repair success
rate with high effectiveness and efficiency. The usefulness of Iris
has also been evaluated by a user study with a high satisfaction
rate as well as developers’ positive feedback. 9 of 40 submitted pull
requests on GitHub repositories have been accepted and merged
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into the projects by app developers, and another 4 developers are ac-
tively discussing with us for further repair. Iris is publicly available
to facilitate this new research direction.
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1 INTRODUCTION
Nowadays, mobile applications (apps) are ubiquitous [17, 18,

82, 84]. In addition to providing various functional services for
users, the importance of mobile accessibility has gained increasing
attention from both industry and academia [14, 68, 75, 79]. Mobile
accessibility refers to making apps more accessible to people with
disabilities when they are using mobile phones [76]. Besides its
special significance for the disabled, if the developers design a
mobile app that has more accessible features such as screen readers
(TalkBack for Android [78], VoiceOver for iOS [6]), they will be able
to reach a larger number of audiences. To this end, governments
have established laws to help eliminate barriers in electronic and
information technology for people with disabilities [42, 43] and
leading IT companies (e.g, Google, Apple, Microsoft, Meta, and
IBM) have established their accessibility teams to improve app
accessibility [5, 27, 35, 46, 57].

In recent years, a large number of empirical studies have been
conducted to investigate the characteristics of app accessibility [3,
16, 23, 58, 63, 64, 75, 80]. These studies unveiled that almost all apps
are suffering from accessibility issues [3, 16, 49]. To mitigate such
a severe problem, a series of effective automated approaches for
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detecting app accessibility issues have been proposed such as An-
droid Lint [33], Espresso [39], Robolectric [41], Google Accessibility
Scanner [32], Google Accessibility Testing Framework (ATF) [38],
MATE [25], LabelDroid [15], AccessiText [4], Latter [66], Ground-
hog [67], and Xbot [16]. Yet, too many accessibility issues make
it difficult to effectively repair in practice. For example, the result
in [16] shows that there are 40 issues for each app and 6.5 issues
for each page on average. In addition to the bottlenecks from a
large number of issues, the various categories of issues further limit
repair efficiency. In other words, it is unrealistic for app developers
to repair these issues within apps even with substantial human
effort (also proved by the developers’ feedback in § 4.3).

To address this problem, researchers tried to fix these issues
by leveraging automated repair approaches, but such effort is in
its infancy. Specifically, Alotaibi et al. [1] proposed a genetic algo-
rithm guided by a fitness function to automatically repair size-based
accessibility issues in apps. Moreover, the issues related to item
labels (i.e., missing content labels) can be mitigated by different
existing approaches such as social annotation techniques [83], deep
learning algorithms [15, 56], and crowd-sourcing techniques [12].
However, in addition to the above two issue categories with a large
proportion, the issues of text or image contrast are also very serious,
which is one of the most prevalent accessibility issues that affect
mobile apps [3, 13, 16, 64]. As shown in Figure 1, text or image con-
trast, also known as color-related accessibility issues, occurs when
the color contrast between the text/image and the background is
less than the minimum ratio specified by the accessibility guide-
lines [13, 77]. Such issues make the apps difficult to use, not only
for people with low vision but also for all users. Linares-Vásquez et
al. [48] proposed a method to generate a brand-new color scheme
for the UI, intending to reduce the energy consumption of the GUI
in Android apps. Although it also changes the color of the UI page,
it is completely different from its original color scheme, and the
scenario of their work is completely different from this paper.

There are also techniques for repairing accessibility issues of
web pages [50–53, 60]. However, they focused more on Mobile
Friendly Problems, such as Font sizing, Tap target spacing, Con-
tent sizing, Viewport configuration (i.e., sizing issue), and Flash
usage (i.e., rendering issue), which can inspire the repair of size-
related issues, however, cannot benefit color-based accessibility
issues. Moreover, to help meet contrast requirements on web pages,
several works [45, 69] focused on recommending color pairs by sim-
ply adjusting the color values of texts, however, they did not pay
attention to the original design style of the web page. Additionally,
the implementation mechanisms are significantly different for web
apps and Android apps, which directly distinguish repair solutions.

Thus, it is actually a non-trivial task due to the following chal-
lenges: C1: The color-related changes should ensure to maintain
the consistency of the design style between the original UI pages
and repaired UI pages.C2: The UI components with issues and their
corresponding attribute to be modified need to be accurately lo-
cated and determined. Meanwhile, it should be determined whether
the involved image files that are relevant to the image contrast
issues really need to be modified. C3: The repaired results need to
be evaluated and confirmed by real users and developers.

To address these above challenges, we proposed Iris, an auto-
mated and context-aware approach to repairing the color-related

(a) Text contrast (b) Image contrast

Allow Location
Choose a storage to 

start benchmarking X

Figure 1: Examples of color-related accessibility issues in
apps.

accessibility issues for Android apps. Specifically, to address C1,
we design a novel context-aware technique that resolves the opti-
mal colors by leveraging the well-designed criteria for color value
resolving and the color reference DB construction. The context-
aware technique can ensure the design style consistency between
the repaired UI pages and original UI pages for apps. For C2, taking
the selected colors as input, we use an attribute-to-repair localiza-
tion method by analyzing the source code of relevant layout files
to determine the component attributes that should be modified.
Meanwhile, the repair constraints parsing step helps to determine
if the image contrast issues need to be really fixed. Based on these
key phases, the issues within the apps can be effectively repaired
and validated before a new repaired APK (Android Application
Package) file is released. Last but not least, to address C3, we carry
out a comprehensive and well-designed user study to help evaluate
our repaired results. We also submit a number of pull requests for
real GitHub projects to help improve the accessibility of their apps.

To evaluate the effectiveness, efficiency, and usefulness of Iris,
we designed a series of experiments on 100 real-world apps, includ-
ing both closed-source and open-source apps. The results show that
Iris performs a high repair success rate of 91.38% and costs 2.27
minutes per app on average. Finally, based on the user study re-
sults and the developers’ feedback, we highlight that Iris can really
help developers fix color-related accessibility issues and practically
improve the app accessibility. The user study results also show that
the consistency of the original design style is well maintained from
the perspective of both the UI page and the app level. Till now,
we have submitted 40 pull requests on GitHub repositories and 9
projects have merged our repaired results, and another 4 developers
are actively discussing with us for further repair.

In summary, we make the main contributions as follows.
• To the best of our knowledge, Iris is the first automated
approach proposed to repair color-related accessibility issues
for Android apps. We make the tool and relevant data public
available on GitHub,1 to facilitate new research areas for
improving app accessibility.
• We propose a novel context-aware technique that resolves
the optimal colors to ensure the consistency of design style
between the required UI pages and the original UI pages.
Additionally, a color reference DB collected from 9,978 apps
has been constructed and released to help resolve the optimal
color value for the color selection.

1https://github.com/iris-mobile-accessibility-repair/iris-mobile

https://github.com/iris-mobile-accessibility-repair/iris-mobile
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0 20 40 60

Original UI

Repaired UI

#Participants with normal vision

// Implemented by XML code    
<TextView android:layout_width="fill_parent"        

android:layout_height="wrap_content"        
android:textColor="#80ff0000"        
android:text="Hello"/>    

<Button android:background="#80ff0000"/>        

// Implemented by Java code    
TextView tv = (TextView)this.findViewById(R.id.tv);    
tv.setTextColor(0xff000000);

1
2
3
4
5
6
7
8
9
10

Figure 2: Examples of color-related layout implementation.

• The experiments on 100 real-world apps including both
closed-source apps and open-source apps demonstrate the ef-
fectiveness and efficiency of our approach. A well-designed
user study clearly demonstrates the usefulness of our ap-
proach. Moreover, the positive feedback from real developers
has also highlighted the practicality of Iris.

2 PRELIMINARY
2.1 Color-related Accessibility Issue

As shown in Figure 1, color-related accessibility issue includes
two types: text contrast issue and image contrast issue. The former
corresponds to visible text, where there is a low contrast ratio
between the text color and background color. The latter refers
to images with a low contrast ratio between the foreground and
background colors. The visual presentation of text and text images
has a contrast of at least 4.5:1 (text below 18 point regular or 14 point
bold), while the contrast of large-scale text (18 point and above
regular or 14 point and above bold) and large-scale text image
is at least 3:1 (required by Web Content Accessibility Guidelines
(WCAG) [77] and Google Accessibility Guidelines for Android [37]).
These two types of issues frequently occur in apps [3, 13, 16] and
significantly reduce the app accessibility. Specifically, the examples
shown in Figure 1 have a big visual problem even for all people,
not just for people with disabilities (e.g., people with low vision
and the elderly).

2.2 Color-related Layout Implementation
There are 2 main ways to implement the color setting of UI

components [34]. As shown in Figure 2, we can use XML layout
code to set the color property for different UI components. For
example, we can use “android:textColor” (Line 4) to draw the color
for the text of TextView and “android:background” (Line 6) to config
the color for the background of Button. The same functionalities can
be completely replaced by Java code by using the corresponding
APIs like #setTextColor() (Line 10).

2.3 Reports Collected from Detection Tools
The input required for repair needs to be obtained from the

Google official accessibility testing framework (ATF) [38], a library
collecting variable accessibility-related checks on View objects as
well as AccessibilityNodeInfo objects. Among the existing acces-
sibility issue detection tools using ATF [4, 25, 32, 39–41, 66, 67],
Xbot [16], which is a fully automated approach for detecting all

0 20 40 60

Original UI

Repaired UI

#Participants with normal vision // Details of detection report  
Text contrast: "a2dp.Vol:id/pi_tv_name"  
The item's text contrast ratio is 1.04. This ratio is based on an estimated 
foreground color of #FFFFFF and an estimated background color of #FAFAFA. 
Consider increasing this item's text contrast ratio to 3.00 or greater.  
// Part of layout file provided by Xbot
<node bounds="[131,362][1080,493]" selected="false"   
content-desc="" package="a2dp.Vol" class="android.widget.TextView"   
resource-id="a2dp.Vol:id/pi_tv_name" 
text="A2DP Volume" index="1"/>

1
2

3
4
5
6
7

Figure 3: The example of report generated by Xbot [16].

types of accessibility issues based on the ATF and Google Acces-
sibility Scanner [32], has the ability to explore the app UI with
high activity coverage, and can effectively and efficiently collect a
relatively comprehensive dataset of accessibility issues. Therefore,
we finally choose Xbot as our issue detection and collection tool,
which takes as input an APK file and outputs its exploration and
detection results. Figure 3 is a partial example of the detection re-
port and layout file provided by Xbot. The detection report prompts
the type of the accessibility issue (i.e., text or image contrast), the
unique identification of the component (i.e., resource-id and node
bounds), and the specific information of the issue. Moreover, Xbot
also provides the rendered UI screenshot for each activity.

2.4 Default Solution in Android
Android OS provides support for addressing color-related acces-

sibility issues [31]. The repair strategy is that the system setting of
“High Contrast Text” will change the UI components of used apps
to black or white according to the original color, trying to make the
text on the device easier for the user to read. However, after this
setting is turned on, the text of all colors in the app will be changed
into white or black, which will completely change the design style
of the UI pages.

3 APPROACH
Figure 4 shows an overview of Iris, which takes as input an APK

file along with the issue reports, and outputs a repaired APK file
without color-related accessibility issues. There are no special re-
strictions on the input APK, while the required reports are provided
by ATF [38]. Iris consists of three main phases: (1) Reference DB con-
struction, which analyzes the UI components without color-related
issues from a large number of detection results, and constructs a
reference database to further help select optimal color. (2) Context-
aware color selection, which is a novel context-aware technique
that resolves the optimal value of the color replacement through
two strategies based on our well-designed criteria for color value
resolving. (3) Attribute-to-repair localization, which is used to locate
the position of relevant UI components and further determine the
attributes of components that need to be modified. After that, Iris
replaces the attributes of the problematic UI component with the
resolved optimal color value and updates the corresponding layout
files or source code to repair the app.

3.1 Reference DB Construction
To provide reference values for selecting the optimal value of

the replacement colors, the goal of this phase is to construct a
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Figure 4: Overview of Iris.

reference database containing a dataset without color-related issues
(i.e., meet the requirements of standard color contrast).We highlight
the replacement color selected from the database that has been used
in real apps and accepted by the app designers.

Based on our investigation of the detection reports, we notice
that if we only consider the color used by the app itself, it may
be difficult to find a replacement color that can be applied, since
most UI components in an app generally share the same color
value. Therefore, it is essential to construct a database composed
of multiple APKs instead of only relying on an app itself. Mean-
while, we investigated that different types of UI components (e.g.,
Button, EditText, and TextView) have different display styles. There-
fore, the influence of the category of components needs also be
thought about in the reference database construction. Based on
these primary investigations, (1) Owing to a significant number of
accessibility issue reports detected by Xbot [16], we first collect all
UI components without contrast issues for all selected APKs. Mean-
while, we categorize this dataset by the UI component type. (2) In
a similar manner, for each APK, we also collect the UI components
without issues.

The purpose of building the database is to obtain the color pairs
composed of the foreground color and background color of each UI
component. For the component dataset without issues, the reports
do not involve the specific value of the color pair of UI components,
so we need to make further efforts to compute the value of the color
pairs. In this process, we extract the values of the key foreground
and background colors from the screenshot of each UI component.
The color composition of a single component is relatively simple
and usually consists of only the background color and the color of
the text or image on it. Therefore, we use #getcolors() [61] in the
image module to return the two most used colors in the screenshot.
After judging that the result meets the required contrast, the color
pair is returned as a replacement value for reference.

3.2 Context-aware Color Selection
Given a component with color-related accessibility issues, the

goal of this phase is to determine the optimal replacement color for
components, which do not violate the standard color contrast on
the premise of maintaining the style of the original design as much
as possible (i.e., context-aware). This is also the innovation of our
approach, that is, to ensure style consistency at all design levels.When
resolving the optimal replacement color, two aspects need to be
considered: (1) For a component with low contrast, how to decide
whether to change the foreground color or background color, or
both? (2) What is the strategy of color selection and what are the
criteria for color value resolving under the selection strategy?

For question (1), many UI components usually share an area
with the same background color or call the same resource defining
the background color, on one page of an app. Therefore, choosing

Color from app itself

+
Color from 

Similar 
Activity

Color from 
Same Type of 

UI Component

Selected 
Colors

Complementary Strategy

Optimal Color Selection
Criteria for Color 
Value Resolving

Standard for consistent 
color saturation

Hue consistency 
standard of the UI page Color from app itself

Color from same type of 
UI components

② Complementary strategy

Context-aware Color Selection
Criteria for Color 
Value Resolving

Consistency of UI 
component design

Consistency of UI 
page design

①

Figure 5: The workflow of context-aware color selection.

to modify the value of the background color is too easy to have a
chain reaction, which may change the color contrast between the
foreground and background of other UI components, or even lower
than the standard value, and introduce new accessibility issues.
The risk caused by this modification is high. Compared with the
background color, the foreground color is relatively independent,
usually expressed as the color of the text in the component or the
main color of a picture. When the foreground color changes, it
would probably not trigger changes in other parts of the UI page.
Therefore, our approach takes priority to modifying the foreground
color of the problematic component with the goal of obtaining the
optimal solution for the replacement color.

After determining the target to be modified, the next problem to
be solved is to find the replacement color required for modification.
The most important thing is to keep the original UI style unchanged.
Therefore, for question (2), as shown in Figure 5, we propose two
strategies of color selection.

3.2.1 Color Selection Strategy. Two situations: ① the color replace-
ment based on the reference DB. Through this strategy, we can get
the replacement color from the app itself or the dataset filtered by
the same component types in other apps. Specifically, if we can find
alternative colors from the app itself, we can directly use the colors
defined and used by this app itself for replacement, which is more
in line with the color selection intention of the app designers. If no
suitable replacement color can be found in the app itself, we will
consider the same component types collected from other apps. Be-
cause the same types of components probably share similar design
styles. ② Complementary strategy will be applied if we cannot find
a replacement color from the reference DB. This strategy chooses
the replacement color by directly modifying the original foreground
color for the problematic component while maintaining the design
style of the UI component and the coordination of the UI page.

3.2.2 Criteria for Color Value Resolving (Context-aware). Note that
the replacement color matched from the reference DB by using the
background color of the problematic component is a set of color
candidates. Meanwhile, a reference is also required to directly mod-
ify the value of the original color when using the complementary
strategy. Thus, to maintain the original design style of the app as
much as possible, we define two criteria for color value resolving.
① Consistency of UI component design: the hue and saturation
level are consistent with the original color of UI component. ②

Consistency of UI page design: the hue is more harmonious with
the overall hue of the UI page.
Consistency of UI component design. From the perspective of
component design, the color matching of components represents
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the designer’s intention. UI designers usually first consider the hue
of components when setting colors for them, such as the color of
red or blue. In addition, colors with the same hue but different
saturations also have great visual differences. Actually, various
saturations produce a variety of visual impacts and attractions. For
example, a color with high saturation is bright, which can make the
main body stand out from the background, while a low saturation
color can give people a low-key and subtle feeling. Therefore, when
considering the designer’s intention to the greatest extent and
ensuring that the replacement color is relatively consistent with
the original color, it is crucial that the hue and saturation level of
the replacement color and the original color should be consistent.
We use HSV (hue-saturation-value) [59] to meet such a criterion
since the HSV color model is consistent with the way humans
describe colors, and allows independent control of hue, saturation,
and intensity (value). The HSV values of colors can be calculated
using their RGB values by formulas (1)∼(3) [71].

𝐻 =


0, 𝑀𝑎𝑥 = 𝑀𝑖𝑛

60 × 𝐺−𝐵
𝑀𝑎𝑥−𝑀𝑖𝑛

, 𝑀𝑎𝑥 = 𝑅

60 × 𝐵−𝑅
𝑀𝑎𝑥−𝑀𝑖𝑛

+ 120, 𝑀𝑎𝑥 = 𝐺

60 × 𝑅−𝐺
𝑀𝑎𝑥−𝑀𝑖𝑛

+ 240, 𝑀𝑎𝑥 = 𝐵

(1)

𝑆 =

{
0, 𝑀𝑎𝑥 = 0
𝑀𝑎𝑥−𝑀𝑖𝑛

𝑀𝑎𝑥
, 𝑀𝑎𝑥 ≠ 0 (2)

𝑉 = 𝑀𝑎𝑥 (3)
where R, G, and B represent red, green, and blue values of the
RGB of one color, and “Max” and “Min” represent the maximum
and minimum values between R, G, and B values. These formu-
las operate on values in the form of decimal numbers. Based on
this standard, according to the Practical color coordinate system
(PCCS) [44, 65], we divide the calculated saturation value from 0
to 1 into three saturation levels: low (0∼0.33), medium (0.34∼0.67),
and high (0.68∼1). When filtering the replacement color values, we
only retain the candidate values with the same hue and saturation
level as the original color.
Consistency of UI page design. As shown in Figure 6, when
considering the color coordination degree of the whole UI page,
we leverage eight harmonic types defined on the hue channel of
the HSV color wheel as the second criterion [22]. Each type shows
the hue color distribution in the harmonic template (the size of the
gray area is fixed, but the position is not fixed, and it can rotate
around the center of the circle). In other words, if all the hues of a
UI page fall in the gray area of a certain harmonic type, the color
replacement of the page is considered to be harmonic.

Using the two strategies with two criteria defined in Figure 5,
we can get the final optimal color for replacement. As shown in
Algorithm 1, before calculating the optimal replacement color value,
Iris will obtain the set of colors available for replacement from the
reference DB (𝐶𝑜𝑙𝑜𝑟𝑆𝑒𝑡𝑟𝑒 𝑓 ) and calculate the optimal harmonic
type and deflection angle corresponding to the UI page (𝑏𝑒𝑠𝑡𝑇 and
𝑏𝑒𝑠𝑡𝐴𝑙𝑝ℎ𝑎). After obtaining the inputs, we calculate the HSV value
of the original color first (Line 1). Then, by judging whether the
hue and saturation level of the replaceable candidate color is con-
sistent with the original color (Consistency of UI component design),
a ColorSet (Line 2∼Line 5) that meets the consistent color hue and
saturation standard is selected from the set of replaceable candidate

T type N type i type I type

V type X type L type Y type

Figure 6: Eight harmonic types for color value resolving.

colors. If the ColorSet is not empty, the distance between each color
in the ColorSet and the shadow part of the optimal harmonic type is
calculated (Line 8). The smaller the distance is, the more consistent
the hue consistency standard of the UI page is (Consistency of UI
page design). The color with the smallest distance is selected from
the ColorSet as the optimal replacement color (Line 10).

If the ColorSet is empty, it means no appropriate color can be
selected for replacement from the existing reference DB. To find a
suitable replacement color, we use the complementary strategy to
directly modify the HSV value of the original color. If the original
color is black, white, gray, and other achromatic system colors (neu-
tral colors), since there is only a difference in brightness between
them, it is only necessary to adjust the brightness (V) value of the
original color up and down until the changed color meets the stan-
dard color contrast (Line 13). At this time, since the changed color
is still neutral, the hue (H) channel of the HSV color wheel of the
whole UI page will not be affected (Consistency of UI page design).
The saturation (S) value of the original color is also not changed.
But if the original color belongs to the color system (not neutral
colors), adjust the value of H and S on the premise that the hue and
saturation level is consistent with the original color (Consistency
of UI component design): (1) Adjust the value of H first, and then
adjust the value of S to obtain the replaceable value 𝑐𝑜𝑙𝑜𝑟𝐻𝑆 (Line
15). (2) Adjust the value of S first, and then adjust the value of H to
obtain 𝑐𝑜𝑙𝑜𝑟𝑆𝐻 (Line 16). Finally, the color closest to the original
color is selected as the optimal replacement color among the two
replaceable colors (Line 17).

3.3 Attribute-to-repair Localization
After obtaining the optimal color for repairing UI components,

this phase aims to localize the components and determine the at-
tributes to be repaired. Although the input detection report contains
specific information about accessibility issues, the specific location
and the attributes that need to be modified cannot be directly de-
termined. There are several challenges. (1) First of all, color-related
accessibility issues include two types of problems. These two types
are different in repair objects and repair methods. For example, for
text contrast issues, we need to repair the color attribute of the text
in the UI components. For the issues of image contrast, we need to
replace or modify the involved images. (2) Secondly, even for the
same type of issues, the attributes and the repair conditions to be
modified will be different. (3) In addition, how to decide the location
of the layout code (or source code) of the relevant components in
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Algorithm 1: Context-aware Color Selection Algorithm
Input:𝐶𝑜𝑙𝑜𝑟𝑜𝑟𝑔 : The problematic color with contrast issue
𝐶𝑜𝑙𝑜𝑟𝑆𝑒𝑡𝑟𝑒𝑓 : The color candidates selected from reference DB
𝑏𝑒𝑠𝑡𝑇 : The optimal harmonic type of the corresponding UI page
𝑏𝑒𝑠𝑡𝐴𝑙𝑝ℎ𝑎 : The deflection angle of the optimal harmonic type
Output:𝐶𝑜𝑙𝑜𝑟𝑜𝑝𝑡 : The selected optimal color

1 𝐻0 ,𝑆0 ,𝑉0 ← 𝑔𝑒𝑡𝐻𝑆𝑉 (𝐶𝑜𝑙𝑜𝑟𝑜𝑟𝑔)
2 foreach 𝑐 ∈ 𝐶𝑜𝑙𝑜𝑟𝑆𝑒𝑡𝑟𝑒𝑓 do
3 𝐻 ,𝑆 ,𝑉 ← 𝑔𝑒𝑡𝐻𝑆𝑉 (𝑐)
4 if 𝑖𝑠𝐶𝑜𝑛𝑠𝑖𝑠𝑡𝑒𝑛𝑡𝐻𝑢𝑒(𝐻0 , 𝐻 ) and 𝑖𝑠𝐶𝑜𝑛𝑠𝑖𝑠𝑡𝑒𝑛𝑡𝑆𝑎𝑡𝑢𝑟𝑎𝑡𝑖𝑜𝑛(𝑆0 , 𝑆)

then
5 𝐶𝑜𝑙𝑜𝑟𝑆𝑒𝑡 .append(𝑐)

6 if 𝐶𝑜𝑙𝑜𝑟𝑆𝑒𝑡 is not null then
7 foreach 𝑐 ∈ 𝐶𝑜𝑙𝑜𝑟𝑆𝑒𝑡 do
8 𝑑 ← 𝑔𝑒𝑡𝐷𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝑏𝑒𝑠𝑡𝑇 , 𝑏𝑒𝑠𝑡𝐴𝑙𝑝ℎ𝑎 , 𝑐)
9 𝐷𝑖𝑠𝑆𝑒𝑡 [𝑐 ] = 𝑑

10 𝐶𝑜𝑙𝑜𝑟𝑜𝑝𝑡 ←𝑚𝑖𝑛𝐷𝑖𝑠𝑡𝑎𝑛𝑐𝑒(𝐷𝑖𝑠𝑆𝑒𝑡 )

11 else
12 if 𝑖𝑠𝑁𝑒𝑢𝑡𝑟𝑎𝑙𝐶𝑜𝑙𝑜𝑟 (𝐶𝑜𝑙𝑜𝑟𝑜𝑟𝑔) then
13 𝐶𝑜𝑙𝑜𝑟𝑜𝑝𝑡 ← 𝑎𝑑 𝑗𝑢𝑠𝑡𝑉 (𝑉0 ,𝐶𝑜𝑙𝑜𝑟𝑜𝑟𝑔)

14 else
15 𝐶𝑜𝑙𝑜𝑟𝐻𝑆 ← 𝑎𝑑 𝑗𝑢𝑠𝑡𝐻𝑆(𝐻0 , 𝑆0 ,𝐶𝑜𝑙𝑜𝑟𝑜𝑟𝑔)
16 𝐶𝑜𝑙𝑜𝑟𝑆𝐻 ← 𝑎𝑑 𝑗𝑢𝑠𝑡𝑆𝐻 (𝐻0 , 𝑆0 ,𝐶𝑜𝑙𝑜𝑟𝑜𝑟𝑔)
17 𝐶𝑜𝑙𝑜𝑟𝑜𝑝𝑡 ←𝑚𝑖𝑛𝐶ℎ𝑎𝑛𝑔𝑒𝑑(𝐶𝑜𝑙𝑜𝑟𝑜𝑟𝑔 ,𝐶𝑜𝑙𝑜𝑟𝐻𝑆 ,𝐶𝑜𝑙𝑜𝑟𝑆𝐻 )

18 return𝐶𝑜𝑙𝑜𝑟𝑜𝑝𝑡

the UI layout files of the app through the existing detection report
is also a big challenge. In this phase, Iris treats these two types
of issues separately and decides the attributes to be modified by
analyzing both the layout code and the source code.

3.3.1 Localization of the related UI components. The input
report contains two types of tips about the information of the
components: “Component ID” and “Bounds” of a component in the
layout. Note that the layout file here refers to the layout file gained
by Xbot, denoted by Xbot-Layout, which is different from those
obtained by decompiling the APK file, denoted byDecompile-Layout.
To localize the relevant components to be repaired, we analyze
these two different types of information. (1) For component ID,
since ID is unique to objects, we can directly locate the property
set of the corresponding component in the Decompile-Layout (or
source code) according to the component ID (Figure 8). (2) For
the bounds of a component, the report displays Bounds instead
of ID because Xbot sometimes failed to detect the component ID.
Meanwhile, the attribute “bounds” does not exist in the Decompile-
Layout files. Thus, to locate the relevant components, we can find
the text information of the component according to the bounds in
Xbot-Layout, and choose tomatch through theAndroid:text attribute
in Decompile-Layout (the steps 1∼3 in Figure 7).

3.3.2 Acquisition of the related attribute-to-repair. Iris uses
static data-flow analysis to extract relevant attribute sets shown
in Figure 7 and Figure 8. Firstly, Iris parses the app to extract the
layout files and Smali code. Then, through the above analysis, Iris
completes the localization of the relevant components and obtains
the attribute sets for each component. For the two types of acces-
sibility issues, the attributes-to-repair are different. (1) For text
contrast issues, the components are generally TextView, EditText,
and Button, which are prone to such problems. At this time, the
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Figure 7: Example of attribute-to-repair localization for text
contrast.

foreground color refers to the color of the text in the component,
and the background color is the color of the component background.
Therefore, for such issues, the object to be repaired is mainly the
color of the text in these components. However, since the text in
EditText is mainly used for input hints and the text color is gen-
erally light, the color contrast of the component does not have
to meet the standard requirements, and such components need
to be filtered out in the localization stage. To conclude, the main
attributes involved include Android:textcolor, Android:textcolorlink,
Android:titletextcolor, and other attributes, or set the attributes in
the style file accordingly (the step 5 in Figure 7). Figure 7 shows
an example of attribute-to-repair localization for text contrast. (2)
For image contrast issues, the frequently occurring components
mainly include ImageButton and ImageView. At this time, the issue
with low contrast is the contrast between the image color and the
background color of the component. Therefore, to prevent the im-
pact on other components in the UI, we choose the image in the
component as the repair object. The first step is to get the image
files that need to be repaired. Among them, the source file of an
image can be directly associated with the UI component through
the attribute definition in the layout file. For example, as shown
in Figure 8, images can be associated by setting the property values
of Android:src or Android:background related to the components.
Android:src=“@drawable/statsimg” can be mapped directly to the
file name in the resource folder (res/drawable/statsimg.png). Figure 8
shows an example of attribute-to-repair localization for image con-
trast. At this time, the goal of repair is to change the color setting
of the image in the component. However, some images are actually
not suitable for modification, so we need to filter out them and
conduct repairing, which is elaborated as follows.

3.3.3 Repair constraints of images. To distinguish the images
suitable to be repaired, we divide these images into “functional
images” and “ornamental images” according to the display inten-
tion. We choose to modify the images or icons that focus more on
using functions, such as return, add, cancel, and share icons, or
images representing these meanings, which we refer to as “func-
tional images”. For the “ornamental images”, if we change the color
of the image, the display function of the image may be different
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Figure 8: Example of attribute-to-repair localization for im-
age contrast.

from before. Therefore, we only choose to repair the “functional im-
ages”. Iris distinguishes these two types of images by a lightweight
static analysis technique that determines whether the images are
associated with event handler methods. The trigger behavior of
a component is usually associated with the “clickable” attribute
in the layout file. Therefore, we judge whether the corresponding
image is classified as a “functional image” by checking the relevant
attributes of the problematic component. Then we execute the opti-
mal color selection algorithm and change the color composition of
the original image by changing the value of the color model [47] of
the pixel of the image, such as RGB [73] and RGBA [74], which ap-
plies to vector images in resources and other types of user-uploaded
non-vector images such as PNG or JPG.

After obtaining the replacement color and locating the attribute
to be modified, Iriswill directly replace the original values that have
issues, including the replacement of color values and image files.
Iris then repackages the replaced file to get a new APK. Moreover,
during repair, we also consider many other aspects such as the
judgment of foreground and background color, to solve the possible
detection errors of foreground and background color in the detec-
tion reports. Sometimes, the set of the foreground color and the
background color is reversed in the detection process, such as when
the detection report indicates the foreground color as #298670 and
the background color as #EDF064, when in reality, they are exactly
the opposite. Before repair, we capture screenshots of the UI pages
and extract the color information from them to ascertain the true
color composition of each component.

4 EXPERIMENTS
To make the experiments we designed better evaluate our ap-

proach, we raise the following questions:
• RQ1:How effective and efficient is Iris in repairing the color-
related accessibility issues?
• RQ2: How much does each key strategy of Iris contribute
to the overall performance?
• RQ3: How useful is Iris from the perspective of mobile users
and app developers?

Dataset. For reference DB construction, we randomly collected
9,978 real apps, including 5,081 open-source apps from F-Droid [26]
and 4,897 closed-source apps from Google Play. For RQ1 and RQ2,
considering the time cost of testing, we randomly selected 100 apps

Table 1: Results for effectiveness evaluation of Iris.

Issue Type
# Real
Issues

# Repaired
Issues

Success
Rate (%)

Text Contrast 660 618 93.6
Image Contrast 71 50 70.4

Total 731 668 91.38

with an average size of approximately 6MB as experimental subjects,
of which the number of open-source apps and closed-source apps is
50 and 50, respectively, and used Iris to automatically repair them.
It should be noticed that these 100 apps do not appear in the dataset
(i.e., 9,978) used in reference DB construction.

4.1 RQ1: Effectiveness and Efficiency Evaluation
4.1.1 Setup. To answer RQ1, we compare the detection results of
100 apps before and after repair. First, we use the Xbot [16] tool to
conduct a preliminary detection on the tested apps and count the
color-related accessibility issues of those apps before repair. Then,
we take the detection results and APK files as input, use the Iris to
repair the color-related accessibility issues of these apps one by one,
repackage them, and output new APK files. To get the results after
repair, we use the Xbot tool to detect the repaired APK files again
and obtain the detection results. We evaluate the effectiveness of
Iris by comparing the number of repaired issues and the issues in
the same original app. The success rate for the 𝑖𝑡ℎ app mentioned
here is denoted by 𝑅𝑒𝑝𝑎𝑖𝑟𝑅.

𝑅𝑒𝑝𝑎𝑖𝑟𝑅𝑖 =
𝑁
𝑅𝑒𝑝𝑎𝑖𝑟𝑑𝑖𝑠𝑠𝑢𝑒
𝑖

𝑁
𝐴𝑙𝑙𝑖𝑠𝑠𝑢𝑒
𝑖

× 100% (4)

Additionally, to evaluate the efficiency of Iris, we record the
execution time for these 100 apps and compute the average time to
demonstrate the performance.

4.1.2 Result. The results of the effectiveness evaluation (RQ1)
are shown in Table 1. The column “# Real Issues” represents the
number of issues of the text and image contrast contained in all
100 apps. Note that, we removed a part of issues when counting
the number of real issues for repairing. The removing parts include
(1) the EditText components as we mentioned in § 3.3.2, (2) the
false positive cases caused by wrong screenshots in the detection
reports, and (3) the causes altered by the system design style (the
problem also introduced in [3]). Finally, we have 660 real issues
with text contrast and 71 real issues with image contrast, which
owns the most issues among all the issue types, accounting for
30.17%. Remarkably, because a component, uniquely marked by ID,
may be applied to different pages or the same page multiple times,
there may be two or three issues caused by the same component.
At this time, the property only needs to be modified once, which
belongs to components with the same ID. As for text contrast,
Table 1 shows that the number of issues of 100 apps before the
repair is 660. Among them, there are 618 issues that have been
repaired successfully, accounting for a 93.6% success repair rate and
including 413 different UI components. The repair rate unveils that
our tool can effectively reduce the number of text contrast issues.
The root causes of the remaining 42 unresolved issues are as follows.
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Figure 9: Examples of repaired issues.

Table 2: Evaluation of the key phrase (context-aware color
selection).

Category
# Repaired issues
by reference DB

# Repaired issues
by direct modification

Text Contrast 569 49
Image Contrast 39 11

Total 608 60

(1) For some components, although we have located their locations
and initial attribute sets during the repair process and have tried
to repair them, the user’s actions may cause the components to
appear in different states during the running of the app, failing
the repair. Because the color rendering is implemented in complex
source code supported by new reconstructed API interfaces of third-
party libraries, rather than the official APIs introduced in Figure 2.
(2) Errors are due to the shortcomings of using bounds to locate
attributes. In the process of issue detection, the detection tool cannot
obtain the ID of some components, so we use the text information
of the component according to the bounds to achieve positioning,
and the positioning effect is not as good as using ID.

For the issues of image contrast, Table 1 shows that there are 71
image issues before repair, and 50 problems were repaired by Iris,
including 35 different components. Therefore, the success rate of
image contrast is 70.4%. There are still 21 issues that have not been
solved for the reason of the shortcomings of using bounds to locate.
Finally, the overall success rate of the two types of issues is 91.38%,
and the total number of issues repaired is 668. Figure 9 presents
several examples of the repair results by Iris. More examples can
be found on our website [11].

Apart from evaluating the effectiveness of Iris in the number of
repairs, we also record the execution time of Iris in practice. When
repairing an APK, Iris will first use Xbot to detect the accessibility
issues in it, update the reference DB, and then start to automatically
repair. Finally, the average time of issue detection and DB updating
is 100.7 seconds, and the average time of repair is 136.2 seconds.
Compared with manual repair, Iris can greatly shorten the time
of attribute localization and provide a feasible reference value for
color replacement. Thus, Iris has high time efficiency.

4.2 RQ2: Ablation Study
4.2.1 Setup. In RQ2, we aim to evaluate the key phases (i.e.,
context-aware color selection and attribute-to-localization). For the
localization, the accuracy of this phase is consistent with 𝑅𝑒𝑝𝑎𝑖𝑟𝑅

(i.e., 91.38%). For context-aware color selection, there are two strate-
gies to obtain the optimal replacement color: (1) selected from
reference DB; (2) direct modification based on the complementary
strategy. We also use Xbot to detect the accessibility issues of APK
before and after repair and investigate the number of repaired issues
by each strategy.

4.2.2 Result. As shown in Table 2, for the issue of text contrast
and image contrast, the proportions of the two strategies are 569:49
and 39:11, respectively. We can see that 91.02% of the issues in the
selected 100 apps can be repaired by the reference DB, indicating
the reference color DB plays an important role in the phase of
context-aware color selection. Since the color pairs in reference
DB are all from real apps, their color matching is recognized and
loved by the designers and users of those apps, which also proves
the rationality of our replacement. That is also the reason why
we prefer to utilize the reference DB to repair issues as many as
possible at first. Meanwhile, there are also some issues (i.e., 60) that
cannot be repaired by the reference DB, while they can still be fixed
by the complementary strategy. Although the replacement colors
obtained using the complementary strategy do not appear in the
apps in the existing DB, they also meet the standards, including the
color contrast and two designed criteria.

4.3 RQ3: Usefulness Evaluation
To evaluate the usefulness of Iris, on the one hand, it is neces-

sary to conduct a user study on the repaired UI page and repaired
app. Meanwhile, the consistency of the design style between the
original UI pages and repaired UI pages as well as the design style
of the app level also should be evaluated by the validation from
real users. On the other hand, the pull requests that are accepted by
real app developers on GitHub will make our repair results more
convincing in a real scenario. During this process, the feedback
from real developers facilitates the iterative improvement of Iris.

4.3.1 User study from app users. Dataset. To compare the ef-
fects before and after repair from the app users’ perspective, (1)
we randomly selected 12 pairs of UI pages from the repaired UIs.
Each pair of pages consists of the original UI and the repaired UI.
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Figure 10: Participants’ preference between the original UI
pages and repaired UI pages.

Then, we divided the 12 pairs of pages into two groups as a control
experiment (for Task 1). (2) To facilitate the scoring of participants,
we randomly selected other 7 pairs of pages (for Task 2). In each
pair, besides the original UI page and the repaired UI page, we
also added the UI page with the circled issues. (3) To evaluate the
overall coordination of the design style of the repaired apps, we
randomly selected 3 apps according to the different levels of the UI
page number, whose UI page numbers are 4, 8, and 14 (for Task 3).
Among them, the number of issues in each app is not less than 10.
Participant recruitment.We recruited 32 participants from our
university, including 20 who are near-sighted (16 participants for
Task 1 and Task 2 (both of them are near-sighted), and 16 partici-
pants for Task 3). None of them has used the repaired apps, which
excludes the potential bias. The participants are from different
countries, including Singapore, the United States, Germany, and
China. These participants include undergraduates, postgraduates,
PhD students, and staff.
Setup. For app users, we design user research from two levels (i.e.,
the UI level and the app level). At the UI level, we investigate the
user’s preference for the UI pages before and after repair in Task
1 and the user’s satisfaction with the repair effect of Iris in Task
2. The purpose of Task 1 is to demonstrate the usefulness of Iris
for different users. To achieve it, we divided the page screenshots
before and after repair into two groups, looked for people who
are nearsighted with over 2.0 diopters as participants in this part,
and asked them to make preference choices for the two groups of
screenshots without glasses (simulating people with special vision)
and with glasses (normal vision). In this step, the order of each
pair of screenshots is random and marked separately. We request
participants to replicate the real-world usage conditions as closely
as possible when making their selections, which aims to accurately
simulate the authentic experiences of diverse user groups.

The purpose of Task 2 is to test the repair effect of Iris through
the score of participants. We showed the users the original UI page,
the detection UI page with the issue identification (the problematic
component is circled), and the repaired UI page. Meanwhile, we also
explained to the participants what is the color-related accessibility
issues and the goal of Iris. In this part, we randomly look for partici-
pants to rate the repair effect of Iris and explain the shortcomings of
the repair or their suggestions. The main evaluation criteria are: ①

Whether the issues are successfully repaired. ② Whether the design
style of the UI page after the repair is consistent with the original
design style. ③ Whether the color matching of the whole UI page
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Figure 11: Distribution of participants’ scores.

Table 3: Results of Task 3.

App Package Component UI Page

𝐶𝑅𝑒
𝐴𝑙𝑙

𝐶𝑈𝑛
𝐴𝑙𝑙

𝐶𝑈𝑛
𝑅𝑒

𝑃𝑅𝑒
𝐴𝑙𝑙

𝑃𝑈𝑛
𝐴𝑙𝑙

𝑃𝑈𝑛
𝑅𝑒

jp.co.hateblo.bomberhead 11 3.88 1.12 4 0.69 0.13
com.guidoo.lulo.booxx 17 5.69 1.69 7 1.56 0.38
ch.rmy.android.http 10 2.50 0.88 8 1.81 0.37

after the repair is coordinated. ④ Whether the color changes are
minimal. ⑤ Score on the Likert scale ranging from 1 to 5.

At the app level, we evaluate the overall coordination of the
repaired app through user research (Task 3). The goal of Task 3 is
to verify whether Iris performs well in maintaining overall color
harmony within the app. We asked the participants to circle the UI
pages and uncoordinated components in each app and counted the
proportion of repaired components among the circled components.
It is worth noting that we set the same resolution and the same
page size for each UI screenshot, ensure that each participant can
see the same screenshot, and eliminate the impact of other factors
on user selection.
User study result. The results of the user study are shown in Fig-
ure 10 and Figure 11. Figure 10 shows the preference of participants
with different vision levels for the UIs before and after repair, in
which the blue bar chart represents the preference of participants
with low vision and the orange bar chart represents the choice of
participants with normal vision. On the whole, our repair is more
attractive to people with low vision. Under the condition of low
vision (without glasses), almost all participants chose the repaired
page (94.80%). Meanwhile, under normal vision, only one-third of
the results of page preferences are the original pages, and more
than half (56.3%) of the results are the repaired pages. This also
shows that the effect of our repair is also accepted and liked by
most people, which can effectively solve the impact of low contrast
on the viewing effect of people with weak vision. We also investi-
gated the reasons why some participants chose the original page.
For example, they said that they preferred the color matching of
the original UI on the premise that they could see the text content.
There is no doubt that this color preference has the participants’
personal aesthetic standards.

Figure 11 shows the distribution of participants’ score results on
the repair effect of Iris under the condition of known issues (both
participants’ scores are greater than 3). More than one-third of the
results (36.6%) are full scores (i.e., 5), and the results higher than 4
accounts for 81.3% of all scores. The final calculated average score
is 4.218. Most of the participants said that the color contrast of the
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Table 4: Feedback from app developers.

App # Star Version IssueID Issue State
OpenPods 613 v1.7 (18) #142 Merged

motioneye-client 27 v1.0.0-alp9 (10000008) #22 Merged
TapUnlock 28 v2.1.0 beta (13) #5 Merged
ItsDicey 4 v1.0.1 (2) #3 Merged

greentooth 20 v1.12 (5) #4 Merged
knightsofalentejo 8 v5.0.0-RC-1 (5021) #6 Merged
mundraub-android 32 v1.236 (237) #326 Merged

DriSMo 23 v1.0.3 (17) #4 Merged
Icicle for Freenet 10 v0.4 (4) #5 Merged
Anki-Android 5.4k v2.15.6 (21506300) #10472 Positive Response

ActivityManager 69 v4.2.0 (415) #6 Positive Response
Mensa 9 v1.7.0 (38) #5 Positive Response

mundraub-android 32 v1.236 (237) #326 Positive Response

repaired UI was improved and easy to read, the replacement color
selected during repair is also more coordinated with the style of the
original UI, and the feeling of the page is better than the original
UIs. In addition, some participants said that the repair of Iris is
more effective for people with low vision, and the color matching
of the original UI also has practical advantages under the condition
of normal vision.

Table 3 shows the feedback results of users on the overall co-
ordination of the repaired apps at the app level. 𝐶𝑅𝑒

𝐴𝑙𝑙
and 𝑃𝑅𝑒

𝐴𝑙𝑙
respectively represent the number of components and UI pages
repaired by Iris, while 𝐶𝑈𝑛

𝐴𝑙𝑙
and 𝑃𝑈𝑛

𝐴𝑙𝑙
respectively represent the

average number of components and UI pages that are considered
uncoordinated by the user. While 𝐶𝑈𝑛

𝑅𝑒
and 𝑃𝑈𝑛

𝑅𝑒
are the number of

components repaired by Iris and contained in the components or UI
pages circled by users (considered uncoordinated with the design
style of the original app). It can be seen that the components and
UI pages repaired by Iris are rarely considered to be uncoordinated
with the original app, which also indicates that when Iris is applied
to an app with color-related issues including multiple UI interfaces,
the color selected by Iris is consistent with the original app design.

4.3.2 Feedback from app developers. Setup. To understand
the views of app developers, we randomly selected 40 open-source
apps containing color-related accessibility issues from F-Droid [26]
and used Iris to repair them, aiming to obtain feedback from them
about our issue repair results. Although there are many issues
detected and repaired in each app, to investigate how different app
developers of specific apps act towards accessibility issues and the
repair result, we randomly selected one issue from each app and
submit pull requests in the corresponding GitHub repositories, in
which we introduced the focus of Iris, implementation functions,
and the repair results to developers. We also asked for comments
about Iris, the repair result, and suggestions for improvement.
Result. As shown in Table 4, till now, we received 9 merged pull
requests and 4 positive comments. Meanwhile, we display the app
name, app version, the number of stars, and the id of the pull re-
quests in this table. During the traceability analysis, the developers
claimed “That looks interesting” [9] and “Good you made a PR and
bring in your knowledge” [10] in their feedback, indicating the use-
fulness and practicability of Iris. Figure 12 shows an example of
feedback from an app developer. She pays attention to repairing
such issues and hopes to have tools that uncover and directly fix
accessibility issues. Although we find that some developers even

Figure 12: Feedback from the real app developers.

do not know about these contrast issues [24], they have realized
the importance of accessibility through Iris and want to use it to
automatically repair their apps, which shows that Iris is meaning-
ful. At the same time, other developers think that their limitation
is the time to implement the fixes and worry about the difficulty
of positioning. They also hope to have a tool that can automati-
cally analyze relevant issues, and Iris just implements this function
and realizes the positioning of related components and automated
recommendation of replacement colors, which shows that Iris has
practical significance. More importantly, Iris can clearly make more
developers aware of these issues, so they can effectively avoid them
during development.

5 DISCUSSION
5.1 Limitations
5.1.1 Scope-to-repair. (1) Iris repairs the apps based on the input
test results, so we only repair the problematic components raised
in the test report until now. If there are other components with
color-related accessibility issues, but they are not detected by the
detection tool, Iris will not repair them. In addition, most of the
repair failures are due to the limitations of bounds shown in our
experiments in § 4.1. Although using bounds can effectively solve
the problem of text contrast, it cannot accurately locate the problem
of image contrast. So the repair rate of image contrast is slightly
lower. But if the information identifying the components in the
detection report is more accurate, the less this restriction will be. In
fact, although the repair of the apps highly depends on the detection
report, if the other effective detection tools can be integrated in the
future, Iris also works for them because it is scalable in practice.

5.1.2 Object-to-repair. (2) Iris adopts the method of static analysis
in the localization and repair stage to analyze and extract attributes
from the app UI layout file and its resource file. However, the prop-
erties of some components are set in the app source code. Currently,
we can only handle the basic implementation by Java or Kotlin code
such as using official API like setTextColor, as shown in Figure 2. We
noticed that some third-party libraries provide new API interfaces
to restructure the official APIs. Iris cannot resolve the restructured
implementations, but they actually do not belong to the research
scope of our work. Similarly, Jetpack uses a new view structure
to implement GUIs, therefore, Iris has restrictions on apps using
Jetpack. Based on our experiments and investigation, most apps use
the traditional Android XML layouts (i.e., Android View) to design
and implement their UI pages. Therefore, the current version of Iris
is applicable to most recent apps.
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5.2 Threats to validity
As we mentioned in § 4.2, the proportion of the first strategy di-

rectly depends on the size of the color reference DB we constructed
in advance. If the size changes, the proportions of the first strategy
will change accordingly. We are continuing to expand the reference
DB by running more apps. In fact, under the current situation, the
proportion of the first strategy is already the largest, that is, it has
the greatest impact on the color selection results.

6 RELATEDWORK
6.1 Accessibility Issue Repair
6.1.1 Mobile platform. For mobile accessibility, automated repair
has been a fresh research direction in recent years. Most of the
existing studies focused on the issue categories with high propor-
tions such as the issues of item label and touch target. As for the
item label issues, the goal of repair is to augment or predict the
missing content labels for UI components. For example, Zhang et
al. [83] developed methods for robust annotation of app interface
elements by leveraging social annotation techniques that have been
used on the web. Chen et al. [15] trained a deep learning model
named LabelDroid to predict the missing labels. COALA [56] was a
similar work based on using deep learning algorithms. Moreover,
crowd-sourcing techniques are also used to recommend the labels
of UI components in [12]. In terms of touch target issues, named
size-based accessibility issues, Alotaibi et al. [1] leveraged a genetic
algorithm guided by a fitness function to automatically repair them.
All above studies focus on addressing one specific type of issue due
to the diverse characteristics of different issues.

Compared with these studies, we focus on the other issue cat-
egories including text contrast and image contrast, named color-
related accessibility issues. However, this category is of great im-
portance and critical not only for its high proportion but also for
the impact of mobile accessibility.

6.1.2 Web platform. Substantial efforts are put into automatically
fixing accessibility problems in web settings [50–52, 54, 60], but
some of them focused more on Mobile Friendly Problems, which
can inspire the repair of size-related issues, however, cannot benefit
color-based accessibility issues. In the works related to color-related
accessibility issues, the re-coloring tool [30] enhanced the acces-
sibility of the entire page by changing the color matching of the
entire web page. Tools [45, 62, 69] that modify the color match-
ing of some web components with accessibility issues also tried to
improve the contrast of components by changing the problematic
text background color pairs, but they all lack consideration of the
overall design style of the original web page. Last but not least,
the implementation mechanisms are significantly different for web
apps and Android apps, which directly distinguish repair solutions.

6.2 Accessibility Issue Detection and Analysis
Compared with mobile app testing including functional test-

ing [28, 29, 72, 81] and security testing [19–21], mobile app accessi-
bility testing is studied to a lesser extent. Silve et al. [70] surveyed
the available approaches for detecting accessibility issues. The exist-
ing approaches can be categorized into static and dynamic methods.

Android Lint [33] can report missing content labels, but it is inef-
fective for other issue categories. Accessibility Scanner [32] can
detect issues with the help of manual exploration of the app but
is limited to the low activity coverage. To mitigate such problems,
Eler et al. [25] developed a model, named MATE, by generating
testing cases specifically for accessibility testing. Similarly, Salehna-
madi et al. proposed Latte [66] and Groundhog [67] by reusing
tests written by developers or automatically generated to validate
the accessibility of those use cases. Recently, Alshayban et al. [3]
detected issues by deploying Monkey [36]. However, in a recent
work, Chen et al. [16] identified such a solution is not effective and
they further proposed Xbot to automatically detect accessibility
issues by leveraging app instrumentation and data-flow analysis.
Recently, several works [2, 55] have also focused on the interactive
accessibility of apps when users with disabilities are using Assistive
Technologies, such as TalkBack [78] and VoiceOver [6].

A large number of empirical studies focused on investigating
the characteristics of mobile accessibility. Ross et al. [63] unveiled
some common labeling issues. Their following work [64] studied
the properties of each accessibility type. Yan et al. [80] investigated
if the apps violate the accessibility guidelines and further introduced
the degree of violation. Vendome et al. [75] proposed a taxonomy
in terms of the aspects of accessibility issues by analyzing the
developers’ posts on Stack Overflow. Alshaybana et al. [3] proposed
a metric named inaccessibility issue rate to measure the distribution
of such a metric for each app, each issue type, and app categories.
Moreover, they also observed this research field from app developers
and users. Chen et al. [16] also conducted a large-scale empirical
study from the perspective of the issues themselves and revealed
many fine-grained findings.

7 CONCLUSION
In this paper, we propose Iris to automatically repair the color-

related accessibility issues for Android apps. Our approach builds
a large-scale reference DB to help design a context-aware color
selection technique as well as well-defined criteria and an effective
attribute-to-repair localization method. Based on these key phrases,
Iris can identify the optimal color replacement for automated repair
and further generate a new repackaged APK for app developers. Our
comprehensive experiments including a user study demonstrate
the effectiveness, efficiency, and usefulness of our approach from
different aspects.We finally highlight that the feedback from several
real app developers is quite positive and the merged pull requests
on GitHub confirm the practicality of Iris.

8 DATA AVAILABILITY
We have released the code of Iris on GitHub [8], the constructed

reference DB based on 9,978 apps and the 100 APK files used in
our experiment on Google Drive [7]. To facilitate developers to
understand the repair performance, we also have uploaded the data
of the user study and some other repair cases to our website [11].
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